Usage of CriteriaBuilder in Spring JPA – 2025

**SpringBoot Version: 3.5.6, Java Version: 21**

**CriteriaBuilder** is part of the **JPA Criteria API**, which allows you to build **type-safe**, **dynamic queries** programmatically at runtime. It's especially useful when query conditions depend on user input or runtime logic.

**Advantages**

* Type safety: Avoids runtime errors due to incorrect field names.
* Dynamic query construction: Ideal for complex filters and conditional logic.

**Limitations**

* Verbose syntax: More boilerplate compared to JPQL or method queries.
* Steeper learning curve: Requires understanding of JPA internals.

🔄 **Common Use Cases**

* Building queries with multiple AND/OR conditions
* Filtering based on optional parameters
* Paginated and sorted queries
* Complex joins and subqueries

We should know about the following APIs in case of CriteriaBuilder in Spring JPA.

* **CriteriaBuilder**: Entry point to create queries and predicates. Factory for query parts
* **CriteriaQuery<T>**: Represents the actual query; T denotes the expected result type. Represents a query object
* **Root<T>**: Refers to the root entity from which attributes and joins are derived. Represents table/entity.
* **Predicate**: Represents conditions in WHERE or HAVING clauses. WHERE conditions
* **Expression<T>**: Used for calculations, conditions, or data transformations.

**Common Methods in CriteriaBuilder**

* cb.equal(x, y): Creates a condition for equality (x = y).
* cb.notEqual(x, y): Creates a condition for inequality (x != y).
* cb.greaterThan(x, y): Creates a condition for x > y.
* cb.lessThan(x, y): Creates a condition for x < y.
* cb.like(x, pattern): Creates a condition for pattern matching (LIKE).
* cb.isNull(x): Checks if x is NULL.
* cb.isNotNull(x): Checks if x is not NULL.
* cb.and(predicates...): Combines multiple predicates with AND.
* cb.or(predicates...): Combines multiple predicates with OR.

Example: Create a Table called “**employee**” with the fields id, name, age, salary, designation, city, status, email.

Create the service layer with the basic structure.

@Service

**public** **class** EmployeeServiceImpl {

**@Autowired**

**private EntityManager entityMgr**;

}

**Use Case-1: Find the employees where city name = “Bhubaneswar”**

**public** List<Employee> findByCity(String cityName) {

// Step 1: Get CriteriaBuilder

**CriteriaBuilder cb = entityMgr.getCriteriaBuilder();**

// Step 2: Create CriteriaQuery

**CriteriaQuery<Employee> query = cb.createQuery(Employee.class);**

// Step 3: Define the root (FROM clause)

**Root<Employee> emp = query.from(Employee.class);**

// Step 4: Create predicates (WHERE clause)

**Predicate cityPredicate = cb.equal(emp.get("city"), cityName);**

// Step 5: Apply predicates to the query

**query.select(emp).where(cityPredicate);**

// Step 6: Execute the query

**return** **entityMgr.createQuery(query).getResultList();**

}

**Use Case-2: Find the employees where city name = “Bhubaneswar” ignoring the case.**

**public** List<Employee> findByCityIgnoreCase(String cityName) {

CriteriaBuilder cb = entityMgr.getCriteriaBuilder(); // Step 1: Get CriteriaBuilder

// Step 2: Create CriteriaQuery

CriteriaQuery<Employee> query = cb.createQuery(Employee.**class**);

// Step 3: Define the root (FROM clause)

Root<Employee> empRoot = query.from(Employee.**class**);

Predicate cityPredicate = cb.equal(cb.lower(empRoot.get("city")), cityName.toLowerCase());

query.select(empRoot).where(cityPredicate);

**return** entityMgr.createQuery(query).getResultList();

}

**Use Case-3: Use of AND in query. Where city = ? and status = ? and age = ?**

**public** List<Employee> getEmpsUsingAnd(String city, String status, **int** age) {

// Where city = Rourkela and status = On Leave and age > 20

CriteriaBuilder cb = entityMgr.getCriteriaBuilder();

CriteriaQuery<Employee> query = cb.createQuery(Employee.**class**);

Root<Employee> empRoot = query.from(Employee.**class**);

Predicate cityPredicate = cb.equal(empRoot.get("city"), city);

Predicate statusPredicate = cb.like(empRoot.get("status"), status);

Predicate agePredicate = cb.greaterThan(empRoot.get("age"), age);

Predicate andPredicate = cb.and(cityPredicate, statusPredicate, agePredicate);

query.select(empRoot).where(andPredicate);

**return** entityMgr.createQuery(query).getResultList();

}

The above can be written using @Query annotation.

@Query("""

**SELECT e FROM Employee e WHERE**

**e.city = :city**

**AND e.status = :status**

**AND e.age > :age**

"""

)

List<Employee> getEmpsUsingAnd(String city, String status, **int** age);

**Use Case-4: Get employee with several where clauses.**

**public** List<Employee> getEmp1(String city, Integer minAge, Double maxSal, String status) {

// Step 1: Get CriteriaBuilder

CriteriaBuilder cb = entityMgr.getCriteriaBuilder();

// Step 2: Create CriteriaQuery

CriteriaQuery<Employee> query = cb.createQuery(Employee.**class**);

// Step 3: Define the root (FROM clause)

Root<Employee> empRoot = query.from(Employee.**class**);

List<Predicate> predicates = **new** ArrayList<Predicate>();

**if** (city != **null**) {

Predicate cityPredicate = cb.equal(empRoot.get("city"), city);

predicates.add(cityPredicate);

}

**if** (minAge != **null**) {

Predicate minAgePredicate = cb.greaterThan(empRoot.get("age"), minAge);

predicates.add(minAgePredicate);

}

**if** (Objects.*nonNull*(predicates)) {

Predicate maxSalPredicate = cb.le(empRoot.get("salary"), maxSal);

predicates.add(maxSalPredicate);

}

**if** (!Objects.*isNull*(status)) {

Predicate statusPredicate = cb.like(empRoot.get("status"), status);

predicates.add(statusPredicate);

}

query.select(empRoot).where(cb.and(predicates.toArray(**new** Predicate[0])));

**return** entityMgr.createQuery(query).getResultList();

}

The above code can be rewritten using @Query annotation.

@Repository

**public** **interface** EmployeeRepository **extends** CrudRepository<Employee, Long> {

@Query("""

**SELECT e FROM Employee e**

**WHERE (:city IS NULL OR e.city = :city)**

**AND (:minAge IS NULL OR e.age > :minAge)**

**AND (:maxSal IS NULL OR e.salary <= :maxSal)**

**AND (:status IS NULL OR e.status LIKE :status)**

""")

List<Employee> getEmpDetails(String city, Integer minAge, Double maxSal, String status);

}

**Use Case-5: Use of IN query. Where city in (“Rourkela”, “Bhubaneswar”)**

**public** List<Employee> getEmpsInCities(List<String> cityList) {

CriteriaBuilder cb = entityMgr.getCriteriaBuilder();

CriteriaQuery<Employee> query = cb.createQuery(Employee.**class**);

Root<Employee> empRoot = query.from(Employee.**class**);

Predicate cityInpredicate = empRoot.get("city").in(cityList);

query.select(empRoot).where(cityInpredicate);

**return** entityMgr.createQuery(query).getResultList();

}

Equivalent Code using @Query annotation.

@Query("""

SELECT e FROM Employee e WHERE e.city in :cityList

""")

List<Employee> getEmpsInCities(List<String> cityList);

**Use Case-6: Use of OR in query. Where city = ? OR status = ? OR age = ?**

**public** List<Employee> getEmpsUsingOR(**double** sal, String status, **int** age) {

CriteriaBuilder cb = entityMgr.getCriteriaBuilder();

CriteriaQuery<Employee> query = cb.createQuery(Employee.**class**);

Root<Employee> empRoot = query.from(Employee.**class**);

Predicate salPredicate = cb.greaterThan(empRoot.get("salary"), sal);

Predicate statusPredicate = cb.like(empRoot.get("status"), status);

Predicate agePredicate = cb.greaterThan(empRoot.get("age"), age);

Predicate andPredicate = cb.or(salPredicate, statusPredicate, agePredicate);

query.select(empRoot).where(andPredicate);

**return** entityMgr.createQuery(query).getResultList();

}

The above can be written using @Query annotation.

@Query("""

SELECT e FROM Employee e WHERE

e.salary > :sal

OR e.status LIKE :status

OR e.age > :age

"""

)

List<Employee> getEmpsUsingOR(**double** sal, String status, **int** age);

**Use Case-7: Use of NULL in query. Where city can be null.**

**public** List<Employee> getEmpsForNullCity(String city) {

CriteriaBuilder cb = entityMgr.getCriteriaBuilder();

CriteriaQuery<Employee> query = cb.createQuery(Employee.**class**);

Root<Employee> empRoot = query.from(Employee.**class**);

Predicate nullCityPredicate = empRoot.get("city").isNull();

query.select(empRoot).where(nullCityPredicate);

**return** entityMgr.createQuery(query).getResultList();

}

Equivalent code using @Query annotation.

@Query("""

SELECT e FROM Employee e

WHERE (e.city IS NULL)

""")

List<Employee> getEmpsForNullCity(String city);

**Use Case-8: Use of NOT NULL in query.**

**public** List<Employee> getEmpsForNullCity(String city) {

CriteriaBuilder cb = entityMgr.getCriteriaBuilder();

CriteriaQuery<Employee> query = cb.createQuery(Employee.**class**);

Root<Employee> empRoot = query.from(Employee.**class**);

Predicate nullCityPredicate = empRoot.get("city").isNull();

query.select(empRoot).where(nullCityPredicate);

**return** entityMgr.createQuery(query).getResultList();

}

Equivalent code using @Query Annotation

@Query("""

SELECT e FROM Employee e

WHERE (e.city IS NOT NULL)

""")

List<Employee> getEmpsForNotNullCity();

Use of Specification in Spring JPA

In Spring Data JPA, a **Specification** is a powerful way to define **dynamic, type-safe queries** using the **JPA Criteria API**. It encapsulates query logic into reusable components and is especially useful for filtering based on multiple optional parameters. It’s part of the **Spring Data JPA Criteria support**, introduced via the JpaSpecificationExecutor interface.

**public interface Specification<T> {**

**Predicate toPredicate(Root<T> root, CriteriaQuery<?> query, CriteriaBuilder cb);**

**}**

* T: The entity type.
* Root: Represents the entity in the query.
* CriteriaQuery: The query being built.
* CriteriaBuilder: Used to construct predicates and expressions.

How to Use Specification

1. **Extend JpaSpecificationExecutor in your repository**

public interface BookRepository extends JpaRepository, **JpaSpecificationExecutor** { }

2. **Create Specification**

public class BookSpecifications {

public static Specification<Book> hasAuthor(String author) {

return (root, query, cb) -> cb.equal(root.get("author"), author);

}

public static Specification<Book> titleContains(String keyword) {

return (root, query, cb) -> cb.like(root.get("title"), "%" + keyword + "%");

}

}

3. **Combine Specifications**

Specification<Book> spec = Specification

.where(BookSpecifications.hasAuthor("John"))

.and(BookSpecifications.titleContains("Spring"));

List<Book> results = bookRepository.findAll(spec);

**Advantages**

* **Modular**: Each filter is a separate method, making it easy to reuse.
* **Dynamic**: Combine conditions at runtime based on user input.
* **Type-safe**: Uses Criteria API, avoiding string-based errors.
* **Composable**: Chain multiple specs with .and(), .or(), .not().

**Considerations**

* Requires understanding of Criteria API.
* Can be verbose for simple queries.
* Not ideal for very complex joins or aggregations—QueryDSL may be better in those cases.

**Real-World Use Cases**

* Advanced search filters (e.g., e-commerce product filters)
* Admin dashboards with multiple optional filters
* REST APIs with dynamic query parameters

Complete example is given below.

@Repository

**public** **interface** EmpRepository **extends** CrudRepository<Employee, Long>, JpaSpecificationExecutor<Employee> {

}

Create a Specification Class

**public** **class** EmpSpecifications {

**public** **static** Specification<Employee> hasNameLike(String namePattern) {

**return** (root, query, criteriaBuilder)

-> namePattern == **null** ? **null** : criteriaBuilder.like(root.get("name"), "%" + namePattern + "%");

}

**public** **static** Specification<Employee> isWithinAgeRange(Integer minAge, Integer maxAge) {

**return** (root, query, criteriaBuilder)

-> criteriaBuilder.between(root.get("age"), minAge, maxAge);

}

**public** **static** Specification<Employee> hasStatus(String status) {

**return** (root, query, criteriaBuilder)

-> status == **null** ? **null** : criteriaBuilder.equal(root.get("status"), status);

}

}

In the implementation class like AutoRun, use it like this.

@Autowired

**private** EmpRepository empRepository;

Implementation is given below.

**public** **void** showEmpsBasedOnSpecification() {

List<Employee> emps = empRepository.findAll(EmpSpecifications.*hasNameLike*("Mishra"));

List<Employee> emps = empRepository.findAll(EmpSpecifications.*hasNameLike*("Mishra")

.and(EmpSpecifications.*isWithinAgeRange*(30, 40)));

emps.forEach(emp -> System.***out***.println("Emp: " + emp));

System.***out***.println("Total Count : " + emps.size());

// Combine Specifications Dynamically, use it in Service layer

Specification<Employee> spec = Specification // Specification.where() is deprecated

.~~where~~(EmpSpecifications.*hasNameLike*("Mishra")

.and(EmpSpecifications.*isWithinAgeRange*(30, 40))

.and(EmpSpecifications.*hasStatus*("Active")));

// Combine Specifications Dynamically, use it in Service layer **without using where()**

Specification<Employee> spec = EmpSpecifications.*hasNameLike*("Mishra")

.and(EmpSpecifications.*isWithinAgeRange*(30, 40))

// .and(EmpSpecifications.hasStatus("Active"));

.and(EmpSpecifications.*hasStatus*(**null**)); // This also works

List<Employee> emps = empRepository.findAll(spec);

emps.forEach(emp -> System.***out***.println("Emp: " + emp));

System.***out***.println("Total Count : " + emps.size());

}

**How to use JOIN with CriteriaBuilder in Spring JPA**

Example is given below.

First create 3 entities like Person, Department and Project.

@Entity @Table(name = "person")

@Getter @Setter @ToString

**public** **class** Person {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Long id;

**private** String name;

@ManyToOne

**private** Department department;

@ManyToMany

@JoinTable(name = "person\_project", // Explicitly defines the join table name

joinColumns = @JoinColumn(name = "person\_id"), // Column in the join table referencing Person's ID

inverseJoinColumns = @JoinColumn(name = "project\_id") // Column in the join table referencing Project's ID

)

**private** Set<Project> projects;

}

@Entity @Table(name = "department")

@Getter @Setter

**public** **class** Department {

@Id @GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Long id;

**private** String name;

@OneToMany(mappedBy = "department")

**private** List<Person> persons;

}

@Entity

@Table(name = "project")

@Getter @Setter

**public** **class** Project {

@Id @GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Long id;

**private** String projectName;

@ManyToMany(mappedBy = "projects")

**private** Set<Person> persons;

}

Create the corresponding following tables in database.

![A blue rectangle with black text

AI-generated content may be incorrect.](data:image/png;base64,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) ![A screenshot of a computer
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How to join 3 tables based on certain conditions.

Use the following code in the service layer.

**public** List<Person> findEmployeesByDepartmentAndProject() {

CriteriaBuilder cb = entityMgr.getCriteriaBuilder();

CriteriaQuery<Person> query = cb.createQuery(Person.**class**);

Root<Person> personRoot = query.from(Person.**class**);

// Join with Department

Join<Person, Department> departmentJoin = personRoot.join("department");

// Join with Project

Join<Person, Project> projectJoin = personRoot.join("projects");

// Conditions

Predicate departmentPredicate = cb.equal(departmentJoin.get("name"), "IT");

Predicate projectPredicate = cb.equal(projectJoin.get("projectName"), "Apollo");

**query.select(personRoot).where(cb.and(departmentPredicate, projectPredicate));**

// .distinct(true); // Because of potential duplicates in many-to-many

**return** entityMgr.createQuery(query).getResultList();

}

Notes and Leraning:

@JoinTable: Explain